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| *Title:* | ***Lab #8: FPGA PONG – Score Keeper*** |
| *Name:* |  |

# INTRODUCTION

You need to use Xilinx Vivado.

In this series of labs covering VHDL knowledge, we will work step by step to design and play FPGA pong. In this lab, we will design a score keeper module that will display a score on the seven segment display.

Start by reading Section 8.1 of the BASYS Reference Manual to gain an understanding of how the seven segment display works.

Also look at the lecture notes on how 7-seg displays work.

Here is a quick overview of what we are trying to accomplish:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAVCAMAAACT1yXjAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAEtJREFUKFNt0NsKACAMAlD3/z8dxUx36WHBIXSEAIAo50pXmuM3U5huRr1Xx5wFGeKqYKFt4E8nLjI7aCbZW+VZk2bMXr5V9kkdojiolwDLgnn+TgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAAzCAMAAAC5dTYXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAZlJREFUWEfFldtywzAIRJP//+lOrAiWXSSD7UzPSyPYiytn2tc743XA0+vkUVmLDBqkzlESU2XQITPOEtzppEPis5LPbgb/rgWuyUeXUB+U2LfAZiovoTaM0xbVV1AXhn0/Q4nqK4grhP26BWpCiehLiCvm8VsReQ2xhcTxA0YiryG2EImHMbmG+Dg3dLG4ihqxgGBpGXVytL9+VtZRK+bP7JslScsDr0HIkh4vSVvu3xCzymrUFB5psa5f2en1Hl9SHg5OnM4sWWm3290OsA7Tkou2kd0O8I6hDYegQJex2zkWOqR0DApyHmxWgEXwb/JkCyfY2Wd8jqw3AAd4ZK2FNq5djPmcjDjkHGk5RnjMJF2yiHj+Km7VpBF6gyC50OYZ8fETgU3aPVCCQfR/O/R+/lqabgXlEq4CuZvHwN4b2TBoB0bZx/nJVwsbjzMoyq24GJvcytMMjoIHlA1Z6y2QNOV24A3nRdsOT3K1HWjBeeUSed4dJCn7etq0Jc6W1KV3WurExMYltMhawugR/qOl8UJbcOZPSt5/1s8Oh5kRnJoAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAA3CAMAAAB6m+cYAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAYVJREFUWEfFlUlyxCAQBDX//7RDIHUt3YC2COfF0FTlSOjg7Tdj2zYfLZjmtx0fzpnFm+6ms4qeffiqVE1Oov/KZxbV3fehVvm0UxA5vSosxWdlBqGe1JvCeqnDMdN92FY+Nw1UjeajLXw6vKDa6feHXemDkGYle6TWlT4aJSJjuuLxpr7zLDLxQOeg77ijP2VDI51q6WAUzqRIONrUjqeqBuf3P3D1KZ9fwZpf+YxDHgFvjTHRwX5AEWnMcVPDQzdIN/ZOZz4/vQ99ww9s1f+jd/yjb3whdP/DjDG44jAFnigp06IJOJE4j4u0SAgkMhFIaRIYIlAQsDTaGXMQCEg4NiAK0+8bYenFBiMppcH4pdJYm/3Y92eQewcUqGXZh3D0ACe0BvTABAplpCQsfDyR5Ii5T0aSHDH39YvER1qz8rVzrJZUPqy+84UQS0mOkJT03MfBMRd8EF9g6DssX/mgu/W64uMHIV9bU2zKwken16CGKB7qhr5bL0nk96XBA5KP9k/4AwDcC4EvuavzAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIEAAAAjCAMAAACEqpmHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAZNJREFUWEfNluuuwzAIg3Pe/6WnNgFsQ5ITqbv4F5cPsNpNW/t7VK21prWNTvm1LgOnFg7xjX7GwZGJE3arbuBfzyGYLXoicLDZC9CGrDS/EferLgowIDdjNuLDGV+0WMg5uhuModCCiVyhWwCKg5q/FDOhOUPpaMrzZhbfixWC1hGXI0ZSgzhsyLYMe05hIKGxz0UNIl0CWokzWuRhCjYGjhxQwmnEVpE7KO54RhKyl6SLDiK0SjoE4oZnJCF7iZsTAyMuLvVCUfcUlTrXdwR7vMbjiQNMFw50gPaCA14vIDnAU4kYdaCSNc75XZOBuQPqmJKD2DVtdAfVodkjMAeFBeFriBq2qiTXC6quOq6YW1G3RSU5m7fzqa35ckVEN1Pt03EPB6ztYkPaAWUPOpIX5unSQS/mnNhIoAz9hQNKdKiWITBGgxRkB2OsUPRtZqp8tWeAqEMZ0l+Cs7/dITyQZcsthRo+Q4KelSyno9BH5mnx8vS7wH7eJFwODqD/3vssv/+5k6KvG9AP5hfUPwda/aRemecK/s2YuLUAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAASCAMAAABsDg4iAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAENJREFUKFOFzkkOACAIA0D6/08bEaVUDVwgEzYDYB7IsKCih1gVPQvuqqgWpZMWfzAOCa6X+LEeX+NqEy/rMC13kmEAdIQAs9qe+swAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQwAAACeCAMAAADwi8RdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAlJJREFUeF7t1dFuwjAQBVH6/z9dATEZXwohJtDEnvNSVOKNd1Sppx/9nM7OP/OL77tc5W059UXVhNYhK+B9+7ZBjBx5XCtj5PG+LMfIEx1bipHPd20hRj7+EfnSNjn1RTj77L9JHmuWg/en3PPPq+Y6T+XhAyqL3PXIXSvVk/0oy50un+bfPJEj+lH2y40fywkdKQvmyiGP9ansmtvP8kTHysKZ4Cqf7lxZOjOM1uGibD54hquIkV8P5ZbAPwvGmD8OyxhgDDAGGAOMAcYAY4AxwBiAGNYwBhgDjAHGAGOAMcAYYAwwBhgDjAHGAGOAMYAxhq9hDDAGGAOMAcYAY4AxwBhgDDAGGAOMAcYAY4AxwBhgDDAGGAOMAcYAY4AxwBhgDDAGGAOqGKPXMAYYA4wBxgBjgDHAGFT2N4YxasYAY4AxwBhgDDAGGAOMAcYAY4AxwBhgDDAGGAOMAcYAY4AxoIoxeg1jgDHAGGAMMAYYA4wBxgBjgDHAGGAMMAYYA4wBxgBjgDHAGGAMMAYYA4xB0/7GODMGGAOMAcYAY4AxwBhgDGCM62djIEY+MRBjgDFgIcb1Vx9Vve9/TRe6i1Hd98viit8zvb6OUV1tD/LWHzK9DDF2LhfY0vSG48S4yU02MA0+YIxZ7tRsGvcwRj6/uXzhW3L4Whiz6dw3VPdolUNfgrNvTvqg+WYtctpjOLD67D/Aji1yXMBTLz2/G9yxRc47e/LVUcSWDWJSPf6oYsdWOfbwcsE1clZPctdFOaBTufbf8lT/sgDko2Mxxr0pxS/pn5J07m/2YgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAA1CAMAAADlA0xLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAATxJREFUWEfVk0sWwyAMA9v7X7qPkARZMkrxo4vOpgHGk/T3enteB7xrebB78UEivH0W15pWvovWYpw8is4SjAxFYylGxqTRhLkbinNNmbtXa0+yFWIx1SZkLqbWi1kyxjrsOBKZcw12HInMucXid0k2PJl+VMrFNNmpFk2y8Ivs+Al/OiEZKjxYQMdLbxaR6eIHCMjw/mT1awZ4+GdJ2hSsQyffPaS30mTcE84imfeqkIQiqGMZx9kD7l0MDhdWWTJswQFcDlDoy5Vkf4ZIOE+SUZP9wyfImCWnqKKDLXmdwPaMxMqSC2Q35uJaUqbv3bgRVhZ5i2P/vAgvj/ReVrwjo6zWNZ4CWryEM741NwjUZEYSvM4Ba1cS/x3bkghNUEJuUaEFNicbnAyHNf4sue2j5GQ8rPHLZG+GsyIfMYQMti1VKCsAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHwAAABHCAMAAADyfdPiAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAopJREFUaEPtlNt6wjAMg8f7v/Q+2tiWfEicdtCb/TcEWbIg6/h5XefnwKsb3Mie3Xfa70Rvt99IXi230G7SsPKNHRzqBmPFfjkktsqTEt6zAtwW0uB0BwSiGAYBdAqHjnOOqMyJfEYThFzGOSOLHGXCgVl53s4WwcZk0uO4CfUPYK/fTKNkPmAH2srIgJOTWZgeOIu73CKkcFLEyQyg+QAL85ThkiLa8HRgxGYZGp5cOhRhUiRn8lCIsYfqeJeCXxOSfiZ2BAMRyJR7FuVyUr+A7hTMVDd4+PR0ntfl3JNCTXn56csmPAv6krgvfIdhzLrhixd/nCkYL0C3B0SwdYHvVUBuj4lo67JXbj6sjLYmEI+8wk4ZjKOq7OqCf7X8Sfsg7wZo+2q3+5G58/RcgH9ev8yD1fCsPcGT3eNv7tUv8VTvwX/5n7D7+GyZF2z/4+x4F8hPRn9l37lEy9s728Y1Vt5d2vU12Ct/uzq+Ju3yri8nT9rOMALANfVV5NHOUvTMfDVFdLUU54L3TDmekSI62wkzIppIAXyyLC9kj/tXE1HPcYjgNC9HN6Bjc4o1PWeLIIpFiYRgJLHCuVxxrRsDVE6O7OyBLe6qWMr9h0EPaErPKumBFpVa1AWR2QZvdKBKaIf70WW2VVwJrpzeJN382VCW1/wOcrhORL/JIAPK8oqffEVWDm9kk0IOlPn1Snm4N9UFiXlZpyat8eX8MJsMogucuo5NWhO/SueLuxneVuIsieUQ9tpso8zXTmN1kQxFHfEDe0eguEgPuBbspMCAMQcmFuzEymtHKLFgJycGSFC6scJB8TnDgP5+OKcfPx3sb4fvktd9ofgNlfvhp8FyP/s40vhA9ev1C57lGELXhVxhAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJAAAAAgCAMAAADKUgH/AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAY9JREFUWEetlFGOxCAMQ7v3v/SqFBzHGAp03ldwHCeaSnP9/YDrulRaRmfPk8BVUDUztHQN69riuceva3QWvLTx/aCNe8KDV9JLOQ1aoVvW0yxhwovlp5wFrdDt6oFlfpB6zmgpsxh45JOlg4zpiIWUWCU/EB8UllnUO4gZg1XuB2oVWWZZr0TMGGeB1AIat5Sce1DMEGuJ7ZnSy9YtUtAA64CGhDDNwt7QLINvQ6SE5lHvDiZO8V2IJkC9W1DeIMf2YsLMq1mhEZ6qteslbAuiG1dz0dYQr6bc+BbEGA5T+VMi2wY5X7cWfAtiS2JX1rbI+bq14DtQa5EC6uMAye/W3vgWxFawrdYH5Phu64NrQcMgR7R6iMlKur4zaJIH/hisNroyIaFTXmZyMH8UOjYflBrbUJKl9cmGkjTKGUYtETm9ljeFhDIkTvpyUAsZ0ZtCQCVhXw6KNagyYktCrbq4DwfRGpSZ7OTJqInH5Xsr0FqckNCBd0qWisvwWjmloP5FTufkQ/zgksqH8e/LHf9vGwxCH9LExwAAAABJRU5ErkJggg==)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIAAAAAYCAMAAAAF1QXXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAOZJREFUSEu9lVEOwyAMQ+n9Lz21A2IbkkILfV8JTmzUTSIdDSlhjd0OLvszpuZovfkGpzvFdJs9l7i87QI5o61Jfgx5ISbhYGeJ7O6h3YjlF6ClAWwB9ztWHNPC0+OMXoDTCJqbRn4B5wIUWIGBh4AHe4o954o4hhoUVIY23AbRQTccdNra2AxVRidv0C1rY1NU3aERaBm9al0OmFCcATzIsi0U53gW8M/lv22LTZh/rnLbnuvmIiwUwS+MhxuAVKMIPCKbi6Dg8u37M3K6CHiM/JBIews+B35EKL6j8x59i/3RVfmIH/7BCBSe6l0LAAAAAElFTkSuQmCC)

# Start Xilinx Vivado

1. Create a new project for this lab.
2. Create a new design file called score\_keep.vhd. Define inputs as shown in the above image.
3. Also create a file called clock\_divider.vhd with the inputs shown in the above image
4. Import the VHDL file score\_keep\_test.vhd into your design sources when creating the project, and set it as the top.
5. Import the constraint file for the Basys 3 board.
6. You will need to uncomment the following portions of the constraint file.
   * Uncomment the two ‘clk’ lines.
   * Uncomment all lines in the ‘7 segment display’ section, except for the one by itself (port dp)
     1. Should be seg[6:0] and an[3:0]
   * Uncomment the buttons btnL and btnR

**Clock Divider**

The onboard clock on the FPGA runs at 100MHz, while the seven segment display runs significantly slower, around 1.5kHz. To make up for this, we must divide the clock on the FPGA. While we do have a module called clock\_divider, we will only use this as a divide by 4 module, while the score keeper itself will divide the rest of the way from the slow clock to the 1.5khz clock. This is because the VGA controller we will be designing later runs at around 25MHz, and so we want to have a main clock running the entire board at 25MHz.

In the clock\_divider module, we are implementing a divide by 4 circuit. Create a 2 bit counter, and in a PROCESS have it increment by 1 for each clock of the FPGA board. When the signal reaches 3, reset the counter (0, 1, 2, 3, 0…). Outside of the PROCESS block, assign s\_clk such that it has a 50% duty cycle (on for the first half, off for the second).

**Score Keep**

A general overview of the workings of score\_keep are as follows:

1. A PROCESS block is used as a counter, dividing the incoming 25MHZ clock by . The 2 MSBs will be used to determine the digit\_sel signal.
2. A PROCESS block is used to assign ‘an’ depending on digit\_sel.
3. 2 PROCESS block are used to ‘see’ the rising edge of the score signals, and assign it to a register.
4. A PROCESS block is used to detect a reset, and reset scores if so. Additionally, if no reset is detected, and if there is a rising edge of a score signal, it will increment that player’s score by 1.
5. A PROCESS block is used to determine what digit\_val is depending on which digit\_sel is active, and whatever the associated player’s score is.
6. A final PROCESS block is used to assign ‘seg’ depending on what digit\_val is.

Start by creating signals:

signal counter : unsigned (15 downto 0) := (others => '0');

signal score\_p1\_val : integer := 0;

signal score\_p2\_val : integer:= 0;

signal digit\_sel : unsigned (1 downto 0);

signal score\_p1\_prev, score\_p2\_prev : std\_logic := '0';

signal score\_p1\_rise, score\_p2\_rise : std\_logic := '0';

signal digit\_val : integer range 0 to 9 := 0;

* Create your first process block, triggered on the clock. This is almost the exact same as our clock divider block, except instead of resetting ‘counter’ at 3, it will reset at . Outside of this process block, assign ‘digit\_sel’ to the two MSBs of the ‘counter’ signal. This digit\_sel will increment from 00 to 11 corresponding to the 4 digits of the 7 segment display.
* Create a second process block triggered by digit\_sel. ‘an’ is an active low one-hot signal select. This means that setting an to ‘1111’ means “no digits active”, and inversely ‘0000’ means “all digits active”. Using a case statement, set an to the proper signals using a case statement.

|  |  |
| --- | --- |
| **digit\_sel** | **an** |
| 00 | 1110 |
| 01 | 1101 |
| 10 | 1011 |
| 11 | 0111 |

* Your third process block is also triggered by the (fast) clock, and follows some odd logic. VHDL cannot by default detect the rising edge of any signal besides clock signals. To work around this, each clock cycle we will set score\_p1\_prev <= score\_p1; In the fourth process block, also triggered by the clock, we will set score\_p1\_rise <= '1' when score\_p1 = '1' and score\_p1\_prev = '0' else '0'; score\_p2 can be calculated in the same way in the same process blocks.
* In the fifth process block, clock triggered, first start by checking for a high reset. If it is high, set the score values to 0. Otherwise, if the previously calculated score rise is 1, then we can increment the score val by 1 for the corresponding player:

Clock triggers

Reset?

Scores = 0

Else:

If score rise

Score\_val + 1

* In the sixth process block, triggered by the digit\_sel, we will use a case statement to determine what digit should actually be displayed. In the case, sensitive to digit\_sel, assign digit\_val as follows:

|  |  |
| --- | --- |
| **digit\_sel** | **digit\_val** |
| 00 | score\_p2\_val mod 10 |
| 01 | (score\_p2\_val / 10) mod 10 |
| 10 | score\_p1\_val mod 10 |
| 11 | (score\_p1\_val / 10) mod 10 |

* In the final process block, triggered by a change in digit\_val, we will use a case statement to assign seg to be corresponding to the digit val. Look back at the lecture notes to understand again how the 7 segment display shows its values, and assign the case statement as follows (some of this is done for you, since it is very repetitive)

case digit\_val is

when 0 => seg <= "1000000";

when 1 => seg <= "1111001";

when 2 => seg <= " ";

when 3 => seg <= "0110000";

when 4 => seg <= "0011001";

when 5 => seg <= "0010010";

when 6 => seg <= " ";

when 7 => seg <= "1111000";

when 8 => seg <= " ";

when 9 => seg <= "0010000";

when others => seg <= " ";--you choose here!

end case;

# Compile and Test it!

You should now be able to generate a bitstream and program your FPGA. If your code works, you will be able to increment the score on the 7 segment display by pressing the left and right buttons.

Show your TA and have him/her sign the checkoff sheet.

**Troubleshooting**

If you are having trouble, run through the following troubleshooting steps:

* Does your seven segment display have a “ghost” number?
  1. Your clock signal is too fast, Look back through and ensure that you are dividing by 4 in the clock\_divider, then by 65535 in the score\_keep module
* Does pressing the buttons increment the wrong number?
  1. In your 6th process block, you are likely running the wrong calculations to determine what digit you are showing. Make sure that you are displaying tens, ones, tens, ones.
  2. If it is not the calculations, check your rising edge code. Make sure that the player one score triggers player 1 val, etc.
* Do you have no display on your seven segment?
  1. Remember the digit select should show something for “others”. Make sure that there is at least something shown here, so you can tell if it is failing.
  2. If you still have no output, it is possible that you have set an or seg incorrectly. Check carefully through your code, make sure that only one an is 0 at a time, and make sure that your seg is active low.
  3. If you still have no output, check your input and output names, especially in reference to the test module. If they do not match exactly, it will not see your module.
* Does pressing the button increment the numbers continuously?
  1. You are incorrectly detecting the rising edge of the score signals. Check back carefully and ensure that it only actually increments for a single clock cycle. (make sure your code has “score\_px *and not* score\_px\_prev”)